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1 PROBLEM INTRODUCTION

PIT currently provides some built-in mutators, of which most are activated by default. The default set can be overridden, and different operators selected, by passing the names of the required operators to the mutators parameter.

Mutations are performed on the byte code generated by the compiler rather than on the source files. This approach has the advantage of being generally much faster and easier to incorporate into a build, but it can sometimes be difficult to simply describe how the mutation operators map to equivalent changes to a Java source file.

The operators are largely designed to be stable (i.e not be too easy to detect) and minimise the number of equivalent mutations that they generate. Those operators that do not meet these requirements are not enabled by default.

The problem is to contribute to the PIT mutation testing tool to implement more mutation operators. The original set of mutation operators implemented in PIT does not include some traditional mutation operators.

The problem is divided into 2 parts. The first part is to augment the PIT tool to implement the following mutation operators, and evaluate the augmented PIT tool on 5 real-world projects from GitHub(with > 1000 lines of code and > 50 tests):

1. AOD: Replaces an arithmetic expression by each one of the operand, e.g., a + b 🡺 a and a + b 🡺 b.
2. ROR: Replaces the relational operators with each of the other ones. It applies every replacement, e.g., < 🡺 >=, < 🡺 !=, and < 🡺 <=.
3. AOR: Replaces an arithmetic expression by each of the other ones, e.g., a + b 🡺 a \* b^2

The second part is to further augment the PIT mutation testing tool with more code-fixing rule to automatically fix real-world program bugs from Defects4J. We are going to add the following mutators in this part:

1. M1: For each field dereference, such as o.f, add a conditional checker to perform the field dereference only when o!=null.
2. M2: Replaces a method invocation with a call to another overloading method (i.e., method with the same name but different arguments). When the new overloading method has less arguments than the original method, simply reuse a subset of the prior arguments; when the new overloading method has more arguments, use null or some default value [8] as the additional argument values. Note that the new call should have the same return type as the old call.
3. M3: Replaces a method invocation with a call to another method with the same method descriptor (e.g., return type and argument types). The new callee should have a different name, but its return type and argument types should be compatible with what is expected of the calling context.
4. M4: In each expression e, the operator replaces each variable occurring in the expression by another variable with a compatible type.

2 TECHNIQUES DETAILS

2.1 ASM bytecode engineering framework

ASM is an all purpose Java bytecode manipulation and analysis framework. It can be used to modify existing classes or dynamically generate classes, directly in binary form. Provided common transformations and analysis algorithms allow to easily assemble custom complex transformations and code analysis tools.

ASM offer similar functionality as other bytecode frameworks, but it is focused on simplicity of use and performance. Because it was designed and implemented to be as small and as fast as possible, it makes it very attractive for using in dynamic systems\*.

2.2 JavaAgent

Provides services that allow Java programming language agents to instrument programs running on the JVM. The mechanism for instrumentation is modification of the byte-codes of methods.

**2.3 Maven Build System**

Apache Maven is a software project management and comprehension tool. Based on the concept of a project object model (POM), Maven can manage a project's build, reporting and documentation from a central piece of information.

Maven’s primary goal is to allow a developer to comprehend the complete state of a development effort in the shortest period of time. In order to attain this goal there are several areas of concern that Maven attempts to deal with:

Making the build process easy

Providing a uniform build system

Providing quality project information

Providing guidelines for best practices development

Allowing transparent migration to new features

3 IMPLEMENTATION PLAN

Phase one:

Prerequisite Knowledge 2/7-2/14

Official document understanding 2/14-2/16

Analyse original PITest code 2/16-2/23

Create own mutators and test on real-world code 2/23-3/15

Conclusion and experiment analyse 3/15-3/20

Phase two:

Improve mutators in phase one 3/22-3/26

Analyse circumstance for mutator bug-fixing 3/27-4/4

Implement more mutators 4/4-4/10

Try bug-fixing on real-word code 4/11-4/15

Modify and analyse mutators combination 4/16-4/18

Conclusion and experiment analyse 4/18-4/20

**4 EXPERIMENTAL EVALUEATION AND DESIGN**

Phase one:

Understand the ASM bytecode engineering framework, the JavaAgent on-the-fly code instrumentation, and the Maven build system.

Check the official document of PIT for basic available mutators.

Understand the original mutators in PIT on Github.

Create AOD, ROR, AOR mutators instance:

Create new instances of MethodMutatorFactory.

Create new MethodVistor to do the work of creating the mutant.

Modify org.pitest.mutationtest.engine.gregor.config.Mutator to inform the PIT the new mutators.

Try customized mutators on real-world projects from Github.

Phase two:

Modify mutators for correctness if needed and update them on Github.

Analyse possibility of fixing bug in different conditions with mutators.

Try to implement more mutators to realize code-fixing rules.

Evaluate the fixing of the real-world program.

Create more customized mutators and try to fix the same program.

Compare the bug-fixing ability of different amount of mutators.

The experiment is evaluated according the completeness of the customized mutators and effort on the bug-fixing by use different mutators.